**Selenium**

Explain about your current framework with architecture

Perform Drag and Drop of Elements using Selenium Webdriver

package JqueryPackage;

import java.io.IOException;

import java.util.concurrent.TimeUnit;

import org.openqa.selenium.By;

import org.openqa.selenium.WebDriver;

import org.openqa.selenium.WebElement;

import org.openqa.selenium.firefox.FirefoxDriver;

import org.openqa.selenium.interactions.Actions;

public class JqueryElements {

public static void main(String[] args) {

WebDriver driver = new FirefoxDriver();

driver.manage().timeouts().implicitlyWait(10, TimeUnit.SECONDS);

driver.get("http://jqueryui.com/droppable/#default");

driver.manage().window().maximize();

Actions act = new Actions(driver);

*// Script for dragging an element and dropping it in another place*

WebElement iFrame = driver.findElement(By.tagName("iframe"));

System.out.println(iFrame.getSize());

driver.switchTo().frame(iFrame);

WebElement From = driver.findElement(By.id("draggable"));

System.out.println(From.getLocation());

WebElement To = driver.findElement(By.id("droppable"));

System.out.println(To.getLocation());

act.dragAndDrop(From, To).build().perform();

}

}

Mouse Hover Action using selenium WebDriver

import java.util.concurrent.TimeUnit;

import org.openqa.selenium.By;

import org.openqa.selenium.WebDriver;

import org.openqa.selenium.WebElement;

import org.openqa.selenium.firefox.FirefoxDriver;

import org.openqa.selenium.interactions.Actions;

public class mouse\_hover {

public static void main(String[] args)throws Exception{

WebDriver driver = new FirefoxDriver();

*// Wait For Page To Load*

driver.manage().timeouts().implicitlyWait(60, TimeUnit.SECONDS);

*// Go to URL*

driver.get("http://www.myntra.com/");

*// Maximize Window*

driver.manage().window().maximize();

Actions builder = new Actions(driver);

WebElement mainmenu1 = driver.findElement(By.xxxxx());

builder.moveToElement(mainmenu1 ).build().perform();

Thread.sleep(500); //add a wait

WebElement submenu1= driver.findElement(By.xxxxx()); //Find the submenu

builder.moveToElement(submenu1).click().build().perform();

Thread.sleep(500);

}

}

Read and Write Excel

|  |
| --- |
| import java.io.File;  import java.io.FileInputStream;  import java.io.FileOutputStream;  import org.apache.poi.xssf.usermodel.XSSFSheet;  import org.apache.poi.xssf.usermodel.XSSFWorkbook;  import org.testng.annotations.Test;  public class ReadandWriteExcel {     public static void main(String []args){    try {    // Specify the file path which you want to create or write    File src=new File("./testdata/test.xlsx");    // Load the file    FileInputStream fis=new FileInputStream(src);     // load the workbook     XSSFWorkbook wb=new XSSFWorkbook(fis);    // get the sheet which you want to modify or create     XSSFSheet sh1= wb.getSheetAt(0);   // getRow specify which row we want to read and getCell which column   System.out.println(sh1.getRow(0).getCell(0).getStringCellValue());   System.out.println(sh1.getRow(0).getCell(1).getStringCellValue());   System.out.println(sh1.getRow(1).getCell(0).getStringCellValue());   System.out.println(sh1.getRow(1).getCell(1).getStringCellValue());   System.out.println(sh1.getRow(2).getCell(0).getStringCellValue());   System.out.println(sh1.getRow(2).getCell(1).getStringCellValue());  // here createCell will create column  // and setCellvalue will set the value   sh1.getRow(0).createCell(2).setCellValue("2.41.0");   sh1.getRow(1).createCell(2).setCellValue("2.5");   sh1.getRow(2).createCell(2).setCellValue("2.39");  // here we need to specify where you want to save file   FileOutputStream fout=new FileOutputStream(new File("location of file/filename.xlsx"));  // finally write content   wb.write(fout);  // close the file   fout.close();    } catch (Exception e) {     System.out.println(e.getMessage());    }   }  } |

Database Testing

package softwareTestingMaterial;

import java.sql.Connection;

import java.sql.DriverManager;

import java.sql.ResultSet;

import java.sql.SQLException;

import java.sql.Statement;

public class DBTesting {

     public static void selectQuery() throws SQLException, ClassNotFoundException {

String dbURL = "jdbc:db2://ipAddress:portNumber/dbName";

String username = myUserName;

        String password = myPassword;

        //Load DB2 JDBC Driver

        Class.forName("com.ibm.db2.jcc.DB2Driver");

        //Creating connection to the database

        Connection con = DriverManager.getConnection(dbURL,username,password);

        //Creating statement object

     Statement st = con.createStatement();

     String selectquery = "SELECT \* FROM <tablename> WHERE <condition>";

        //Executing the SQL Query and store the results in ResultSet

     ResultSet rs = st.executeQuery(selectquery);

     //While loop to iterate through all data and print results

     while (rs.next()) {

     System.out.println(rs.getString("transaction\_datetime"));

     }

        //Closing DB Connection

     con.close();

}

}

**Read Excel**

import java.io.FileInputStream;

import java.io.FileNotFoundException;

import java.io.FileOutputStream;

import java.io.IOException;

import org.apache.poi.ss.usermodel.Cell;

import org.apache.poi.ss.usermodel.Row;

import org.apache.poi.xssf.usermodel.XSSFCell;

import org.apache.poi.xssf.usermodel.XSSFRow;

import org.apache.poi.xssf.usermodel.XSSFSheet;

import org.apache.poi.xssf.usermodel.XSSFWorkbook;

//How to read excel files using Apache POI

public class ReadExcel {

public static void main (String [] args) throws IOException{

                        //I have placed an excel file 'Test.xlsx' in my D Driver

FileInputStream fis = new FileInputStream("D:\\Test.xlsx");

XSSFWorkbook workbook = new XSSFWorkbook(fis);

XSSFSheet sheet = workbook.getSheetAt(0);

                        //I have added test data in the cell A1 as "SoftwareTestingMaterial.com"

                        //Cell A1 = row 0 and column 0. It reads first row as 0 and Column A as 0.

Row row = sheet.getRow(0);

Cell cell = row.getCell(0);

                       System.out.println(cell);

System.out.println(sheet.getRow(0).getCell(0));

//String cellval = cell.getStringCellValue();

//System.out.println(cellval);

}

}

**Write Excel**

import java.io.FileInputStream;

import java.io.FileNotFoundException;

import java.io.FileOutputStream;

import java.io.IOException;

import org.apache.poi.ss.usermodel.Cell;

import org.apache.poi.ss.usermodel.Row;

import org.apache.poi.xssf.usermodel.XSSFSheet;

import org.apache.poi.xssf.usermodel.XSSFWorkbook;

public class WriteExcel {

public static void main (String [] args) throws IOException{

//create an object of Workbook and pass the FileInputStream object into it to create a pipeline between the sheet and eclipse.

FileInputStream fis = new FileInputStream("D:\\Test.xlsx");

XSSFWorkbook workbook = new XSSFWorkbook(fis);

//call the getSheet() method of Workbook and pass the Sheet Name here.

//In this case I have given the sheet name as “TestData”

                //or if you use the method getSheetAt(), you can pass sheet number starting from 0. Index starts with 0.

XSSFSheet sheet = workbook.getSheet("TestData");

//XSSFSheet sheet = workbook.getSheetAt(0);

//Now create a row number and a cell where we want to enter a value.

//Here im about to write my test data in the cell B2. It reads Column B as 1 and Row 2 as 1. Column and Row values start from 0.

//The below line of code will search for row number 2 and column number 2 (i.e., B) and will create a space.

                //The createCell() method is present inside Row class.

                Row row = sheet.createRow(1);

Cell cell = row.createCell(1);

//Now we need to find out the type of the value we want to enter.

                //If it is a string, we need to set the cell type as string

                //if it is numeric, we need to set the cell type as number

cell.setCellType(cell.CELL\_TYPE\_STRING);

cell.setCellValue("SoftwareTestingMaterial.com");

FileOutputStream fos = new FileOutputStream("D:\\Test.xlsx");

workbook.write(fos);

fos.close();

System.out.println("END OF WRITING DATA IN EXCEL");

}

}

**Highlight the element & javascript executor**

import org.openqa.selenium.By;

import org.openqa.selenium.JavascriptExecutor;

import org.openqa.selenium.WebDriver;

import org.openqa.selenium.WebElement;

import org.openqa.selenium.firefox.FirefoxDriver;

import org.testng.annotations.Test;

public class Highlight {

@Test

public void highlightElement() {

System.setProperty("webdriver.gecko.driver", "D:\\Selenium Environment\\Drivers\\geckodriver.exe");

WebDriver driver = new FirefoxDriver();

driver.get("https://www.gmail.com");

WebElement ele = driver.findElement(By.xpath("//\*[@id='Email']"));

JavascriptExecutor js = (JavascriptExecutor) driver;

js.executeScript("arguments[0].setAttribute('style', 'background: yellow; border: 2px solid red;');", ele);

}

}

**What is XPath?**

XPath is defined as **XML path**. **It is a syntax or language for finding any element on the web page using XML path expression**. XPath is used to find the location of any element on a webpage using HTML DOM structure. The basic format of XPath is explained below with screen shot.

Syntax for XPath:

XPath contains the path of the element situated at the web page. Standard syntax for creating XPath is.

Xpath=//tagname[@attribute='value']

// : Select current node.

Tagname: Tagname of the particular node.

@: Select attribute.

Attribute: Attribute name of the node.

Value: Value of the attribute.

Absolute XPath:

It is the direct way to find the element, but the disadvantage of the absolute XPath is that if there are any changes made in the path of the element then that XPath gets failed.

The key characteristic of XPath is that it begins with the single forward slash(/) ,which means you can select the element from the root node.

html/body/div[1]/section/div[1]/div/div/div/div[1]/div/div/div/div/div[3]/div[1]/div/h4[1]/b

Relative xpath:

For Relative Xpath the path starts from the middle of the HTML DOM structure. It starts with the double forward slash (//), which means it can search the element anywhere at the webpage.

You can start from the middle of the HTML DOM structure and no need to write long xpath.

Below is the example of a relative XPath expression of the same element shown in the below screen. This is the common format used to find element through a relative XPath.

Relative xpath: //\*[@class='featured-box']//\*[text()='Testing']

1) Basic XPath: Xpath=//input[@name='uid']

2) Contains(): Xpath=//\*[contains(@type,'sub')]

3) Using OR & AND: Xpath=//\*[@type='submit' OR @name='btnReset']

Xpath=//input[@type='submit' and @name='btnLogin']

4) Start-with function: Xpath=//label[starts-with(@id,'message')]

5) Text(): Xpath=//td[text()='UserID']

6) XPath axes methods:

a) Following: Xpath=//\*[@type='text']//following::input

Xpath=//\*[@type='text']//following::input[1]

b) Ancestor: The ancestor axis selects all ancestors element (grandparent, parent, etc.) of the current node

Xpath=//\*[text()='Enterprise Testing']//ancestor::div[1]

c) Child: Selects all children elements of the current node (Java)

Xpath=//\*[@id='java\_technologies']/child::li

Xpath=//\*[@id='java\_technologies']/child::li[1]

d) Preceding:

Select all nodes that come before the current node

Xpath=//\*[@type='submit']//preceding::input

Xpath=//\*[@type='submit']//preceding::input[1]

e) Following-sibling:

Select the following siblings of the context node. Siblings are at the same level of the current node as shown in the below screen. It will find the element after the current node.

xpath=//\*[@type='submit']//following-sibling::input

f) Parent:

Selects the parent of the current node as shown in the below screen.

Xpath=//\*[@id='rt-feature']//parent::div

g) Self:

Selects the current node or 'self' means it indicates the node itself as shown in the below screen.

One node matching by using "self " axis. It always finds only one node as it represents self-element.

Xpath =//\*[@type='password']//self::input

h) Descendant:

Selects the descendants of the current node as shown in the below screen.

In the below expression, it identifies all the element descendants to current element ( 'Main body surround' frame element) which means down under the node (child node , grandchild node, etc.).

Xpath=//\*[@id='rt-feature']//descendant::a

Xpath=//\*[@id='rt-feature']//descendant::a[1]

Summary:

XPath is required to find an element on the web page as to do an operation on that particular element.

There are two types of XPath:

Absolute XPath

Relative XPath

XPath Axes are the methods used to find dynamic elements, which otherwise not possible to find by normal XPath method

XPath expression select nodes or list of nodes on the basis of attributes like ID , Name, Classname, etc. from the XML document .

CSS/XPath Related Selenium Webdriver Questions.

Q: How would you differentiate between the absolute and relative XPath?

Ans.

Single slash "/" signifies an absolute XPath.

Double Slash "//" represents the relative XPath.

Q: What are the different ways to find the element by CSS class?

Ans. Say, the name of the CSS class is <*MyTest*>. Then, the most simple way to find the element is as follows.

|  |  |
| --- | --- |
|  | //\*[contains(@class, ‘MyTest')] |

If you want an exact comparison to avoid matching texts like “OhhMyTest” or “MyTesting” then use this.

|  |  |
| --- | --- |
|  | //\*[contains(concat(' ', @class, ' '), ' MyTest ')] |

You can even use the <normalize-space> function to remove any leading or trailing whitespaces.

|  |  |
| --- | --- |
|  | //\*[contains(concat(' ', normalize-space(@class), ' '), 'MyTest ')] |

Q: How to specify a child element using XPath?

Ans.

|  |  |
| --- | --- |
|  | //div/a |

Q: How to specify a child element using CSS?

Ans.

|  |  |
| --- | --- |
|  | css=div > a |

Q: How to identify a sub child element using XPath?

Ans.

|  |  |
| --- | --- |
|  | //div//a |

Q: How to identify a sub child element using CSS?

Ans.

|  |  |
| --- | --- |
|  | css=div a |

Q: How do you access an element ID using CSS?

Ans.

|  |  |
| --- | --- |
|  | css=div#sample a |

Q: How would you get to the next sibling?

Ans. You may try this code.

|  |  |
| --- | --- |
|  | tr/td[@class='user’]/following-sibling::td |

Or you can use the below code.

|  |  |
| --- | --- |
|  | tr[td[@class=’user'] ='age']/td[@class='weight'] |

[Detecting element color](https://sqa.stackexchange.com/questions/12698/selenium-webdriver-detecting-element-color)

First of all, we have to get a value of link color using getCssValue method. It can be done by using below code. In the code, Products link’s CSS attribute ‘color’ is stored in a String variable called ‘color’.

|  |  |
| --- | --- |
| 1 | String color = driver.findElement(By.xpath("//a[@href='products/']")).getCssValue("color"); |

The above code will return value in RGB format such as “rgba(36, 93, 193, 1)”. We will convert it into more convenient Hex code using Java. Use below code for it.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | String[] hexValue = color.replace("rgba(", "").replace(")", "").split(",");    int hexValue1=Integer.parseInt(hexValue[0]);  hexValue[1] = hexValue[1].trim();  int hexValue2=Integer.parseInt(hexValue[1]);  hexValue[2] = hexValue[2].trim();  int hexValue3=Integer.parseInt(hexValue[2]);    String actualColor = String.format("#%02x%02x%02x", hexValue1, hexValue2, hexValue3); |

That’s it. You will get a value of color in Hex code after above code is executed. We can add an Assert statement to verify that the color is matching with the expected color.

|  |  |
| --- | --- |
| 1 | Assert.assertEquals("#245dc1", actualColor);  OR  you can user "getcssvalue" in java to get css attributes of element. Below is example  String headerColor = driver.findElement(By.xpath(".//\*[@id='LoginName']/h1")).getCssValue("backgroud-color");  Assert.assertEquals("some message", "#FFFFFF", headerColor); |

**Introduction to AutoIT tool**

1-AutoIt is freeware automation tool that can work with desktop application too.

2-It uses a combination of keystrokes, mouse movement and window/control manipulation in order to automate tasks in a way not possible or reliable with other languages (e.g. VBScript and SendKeys).

**How to write a script in AutoIT?**

For AutoIt scripting, you should have three things ready.

1-AutoIt Editor- Editor helps us to write AutoIt scripts.

2-Tool Finder (Same as firebug on Firefox) – It will help us to identify the element and check their Attributes.

3- AutoIt Help section- This help you to understand about AutoIt functions and what are the parameter it accepts.

Let’s start with Downloading first

**Step 1**– Navigate to AutoIt  official website  <https://www.autoitscript.com/site/autoit/downloads/>  and go to download section or Click here [Download AutoIt](https://www.autoitscript.com/site/autoit/downloads/)

**Step 2**– Click on Download AutoIt and Install

**Step 3**–  Click on Download Editor and Install.

Step 4– Once both installed in your machine check all is installed correctly.

Note- Generally it goes to C:\Program Files\AutoIt3 location if you do not change it

**Step5**– Open SCiTE folder and  Click on SciTE this will open AutoIt Editor

Once all Installed Let’s see how we can write script

Upload File in Selenium Webdriver using Autoit

To Upload File in Selenium Webdriver using Autoit we need to take care of some steps so let’s begin

To upload a file in Selenium Webdriver we will create AutoIT script, which will handle file-uploaded window, and then we will combine Selenium script with AutoIt scripts.

Click on Upload button you will get file uploader we will handle the same using AutoIt.

**Step 1- Open Editor and Finder Tool**

 Step 2– We need to write script to upload file so we will use some method of AutoIt.  
Each method will have some own functionality  
ControlFocus-This will give focus on the window

ControlSetText-This will set the file path

ControlClick-This will click on button

Step 1-

Click on Browse button , a new window will open now open finder tool and Click on Finder tool and drag to the file name as I shown in below screenshot.

This will give all the detail about that window and file name section info; we will use only some attribute like window title, class, and instance.

Open AutoIt Editor and Write Script

In ControlClick method we will give control id of open button

Step 2-

Save the script to a particular location with some unique name.

Note- By default script will be saved as .au3 extension

Step 3– Now Compile the script so for compiling right click on file and Select compile script this will generate a .exe file of the file.

Step 4- Now write Selenium program and add this .exe file and run your program

Here is the code

mport org.openqa.selenium.By;

import org.openqa.selenium.WebDriver;

import org.openqa.selenium.firefox.FirefoxDriver;

public class DemoFileUpload {

public static void main(String[] args) throws Exception {

// This will open Firefox browser

WebDriver driver=new FirefoxDriver();

// This will maximize browser to full screen

driver.manage().window().maximize();

// This will open respective URL

driver.get("your application url");

// This will click on Upload button

driver.findElement(By.xpath("//\*[@type='file']")).click();

// This will invoke AutoIT script here give the path of the script

//and this will throw IO exception so u can use throw or try catch

// In my case I am using throws

Runtime.getRuntime().exec("C:\\Users\\mukesh\_otwani\\Desktop\\AutoItScripts\\blogUpload.exe");

// Once you will run this program AutoIt script will be invoked and respective f//ile will be attached

  }

}

**How to Download files in Selenium Webdriver**

Hello Welcome to Selenium tutorial, today we will see How to Download files using Selenium Webdriver.

In previous post, we have seen how to[upload files using robot class](http://learn-automation.com/upload-file-in-selenium-webdriver-using-robot-class/) and[upload files using AutoIT](http://learn-automation.com/upload-file-in-selenium-webdriver-using-autoit/). Today we will see some different scenario we will see downloading files in Selenium.

Sometime in your application, you have to control some scenario in which you need to download some files by clicking on some link or some button.

Once you start download files/application, you will get one confirmation window, which will ask to save, file or cancel here Webdriver stuck because this is Window’s Pop up. Selenium can handle only Web browser automation not windows based application. Refer below screenshot for more information.

Here download files window is displayed if you try to inspect using firebug you will not get any locators for them.

So using some browser settings (firefoxprofile) we can skip that confirmation window and we can continue with our script.

Here is some setting that we need to modify let’s see how to check these setting

How to Download files in Selenium Webdriver

1- Open [Firefox](http://learn-automation.com/selenium-script-firefox/) browser and in url box type about:config and press enter

2- In Search bar type neverask and enter, here you will find some settings(refer below screenshot)

Now you can see here value is blank so we need to mention which type of file it will not ask if download starts in case.

Note- In this post I am giving values for .exe file(application), in your case if you want to download pdf, excel file etc. you need to mention values (MIME type).

Here you can find their MIME type that will be the values for these settings.

<http://www.sitepoint.com/web-foundations/mime-types-complete-list/>

How to Download files in Selenium Webdriver

Step 1- Create a firefox Profile.

Step 2- set Preferences as per requirement.

Step 3- Open Firefox with firefox profile.

Let us implement the same through Script.

Note- This script will download [Adobe](http://www.adobe.com/) Reader from [Filehippo.com](http://filehippo.com/)

package blog;

import java.util.concurrent.TimeUnit;

import org.openqa.selenium.By;

import org.openqa.selenium.WebDriver;

import org.openqa.selenium.firefox.FirefoxDriver;

import org.openqa.selenium.firefox.FirefoxProfile;

public class DownloadFiles {

public static void main(String[] args) {

// Create a profile

FirefoxProfile profile=new FirefoxProfile();

// Set preferences for file type

profile.setPreference("browser.helperApps.neverAsk.openFile", "application/octet-stream");

// Open browser with profile

WebDriver driver=new FirefoxDriver(profile);

// Set implicit wait

driver.manage().timeouts().implicitlyWait(30, TimeUnit.SECONDS);

// Maximize window

driver.manage().window().maximize();

// Open APP to download application

driver.get("http://www.filehippo.com/download\_adobe\_reader");

// Click on download

driver.findElement(By.xpath(".//\*[@id='program-header']/div[4]/a[1]")).click();

 }

}

**Double click in selenium**

Actions action = new Actions(driver);

WebElement ele = driver.findElement(By.cssSelector("html>body>div"));

((JavascriptExecutor) driver).executeScript("arguments[0].scrollIntoView();", ele); action.doubleClick(ele).build().perform();

How many types of Webdriver APIs are available in Selenium?

Ans. Below is the list of driver classes that you can use for the browser automation.

AndroidDriver,

ChromeDriver,

EventFiringWebDriver,

FirefoxDriver,

HtmlUnitDriver,

InternetExplorerDriver,

IPhoneDriver,

IPhoneSimulatorDriver,

RemoteWebDriver.

**How would you make sure that a page is loaded using Selenium and Webdriver?**

In Selenium, you can use the below lines of code to check for the successful loading of a web page. The best approach is by selecting an element from the page & stand by till it becomes clickable.

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | selenium.waitForPageToLoad("5000");  // Or  while (!(selenium.isElementPresent("any page element ")==true)) {    selenium.setSpeed("5");    Thread.sleep(5);  } |

Below is the Webdriver specific code to achieve the same objective.

|  |  |
| --- | --- |
| 1  2 | WebDriverWait check = new WebDriverWait(driver, 100);  check.until(ExpectedConditions.anyElement(By.id(id))); |

**How to launch a batch file in a Selenium Webdriver project?**

Ans. It's usual in a test suite to run a batch file or an executable file for setting up the pre-requisites before starting the automation. You can use the below Java code for this purpose.

|  |  |
| --- | --- |
| 1  2 | Process batch = Runtime.getRuntime.exec("path of the batch file");  batch.waitFor(); |

**How do you read a JavaScript variable in Selenium WebDriver?**

Ans. It's easy to access any JavaScript variable from the Selenium Webdriver test scripts. Just you need to use the below Java code snippet.

|  |  |
| --- | --- |
| 1  2  3  4  5 | // Initialize the JS object.  JavascriptExecutor JS = (JavascriptExecutor) webdriver;  // Get the current site title.  String sitetitle = (String)JS.executeScript("return document.title");  System.out.println("My Site Title: " + sitetitle); |

**How to run the selenium IDE test suite from the command line?**

We've given the command to run the SIDE test suite in the next line.

|  |  |
| --- | --- |
| 1 | Java -jar "C:\Selenium Webdriver Questions\selenium-server-standalone-2.33.0.jar" -htmlSuite "\*firefox" "http://www.google.com" " “C:\Selenium Webdriver Questions\SeleniumSuite.HTML" |

**How to run the Selenium Webdriver test from the command line?**

We can run any Selenium Webdriver test written in Java using the following command.

|  |  |
| --- | --- |
| 1 | java -classpath ".;selenium-server-standalone-2.33.0.jar" SampleClass |

What are the different exceptions you face in Selenium Webdriver?

WebDriverException,

NoAlertPresentException,

NoSuchWindowException,

NoSuchElementException,

TimeoutException.

How would you automatically click a screenshot whenever any exception occurs?

For this you will have to use <*EventFiringWebDriver*> class and needs to implement the <*onException*> method of the <*WebDriverEventListener*> interface. See the code example given below.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24 | WebDriver browser = new FirefoxDriver();    EventFiringWebDriver eventDriver = new EventFiringWebDriver(browser).register(new AbstractWebDriverEventListener() {      @Override    public void onException(Throwable throwable, WebDriver browser) {        // Take the screenshot using the Webdriver.      File screen = ((TakesScreenshot)driver).getScreenshotAs(OutputType.FILE);        // Now you can copy the screenshot somewhere on your system.      FileUtils.copyFile(screen, new File("c:\\Selenium Testing Questions\\screen.png"));    }  });    try {      eventDriver.findElement(By.id("test"));    fail("Caught the Expected exception."); // Intentionally causing the exception for demo.    } catch (NoSuchElementException e) {      // Triggering point for the <onException> event.  } |

**How would you select any particular text using the Selenium Webdriver?**

It seems an easy one at first but you need to do a little more to achieve this.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | driver.get("/");    WebElement item = driver.findElement(By.xpath("//p[contains(text(),'Selenium webdriver quesions')]"));    Actions dummy = new Actions(driver);    dummy.doubleClick(item).build().perform(); |

**Give an example to perform drag and drop action In Selenium WebDriver?**

Yes, we can use the Advanced User Interactions API to perform drag and drop operations in a Selenium Webdriver project.

Code example:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | Actions act = new Actions(driver);    act.dragAndDrop(source\_locator, target\_locator).build().perform();    //Or you can use the below code style.    (new Actions(driver)).dragAndDrop(source\_locator, target\_locator).perform(); |

**How would you fill a text field without calling the sendKeys()?**

It's a bit slower than the sendKeys() method but we do have means to type in a text field. See the Java code given below.

|  |  |
| --- | --- |
| 1  2  3  4  5 | JavascriptExecutor JS = (JavascriptExecutor)webdriver;    JS.executeScript("document.getElementById(User').value='admin@testmail.com'");    JS.executeScript("document.getElementById('Pass').value='######'"); |

**How can you check the state of a checkbox/radio button?**

We can call the isSelected() method to test the status of these elements.

Example Code:

|  |  |
| --- | --- |
| 1 | boolean test = driver.findElement(By.xpath("checkbox/radio button XPath")).isSelected(); |

How would you handle the alert popups in Selenium Webdriver?

First, you’ve to switch the control to the pop up then press the ok or cancel button. After that, turn back to the source page screen.

Code Example:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | String srcPage = driver.getWindowHandle();    Alert pop = driver.switchTo().alert(); // shift control to the alert popup.    pop.accept(); // click on ok button.    pop.dismiss(); // click on cancel button.    // Move the control back to source page.    driver.switchTo().window(srcPage);  // move back to the source page. |

**What is the process to start the IE/Chrome browser?**

If you want to start a browser then, just set the system properties as mentioned below.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | // For the IE web browser.    System.setProperty("webdriver.ie.driver"," iedriver.exe file path");    WebDriver driver = new InternetExplorerDriver();    // For the Chrome web browser.    System.setProperty("webdriver.chrome.driver","chrome.exe file path");    WebDriver driver = new ChromeDriver(); |

**How would you simulate the right click operation in WebDriver?**

You can make use of the Actions class features.

|  |  |
| --- | --- |
| 1  2  3  4  5 | Actions test = new Actions(driver); // Here, driver is the object of WebDriver class.    test.moveToElement(element).perform();    test.contextClick().perform(); |

**How would you select a menu item from a drop down menu?**

There can be following two situations.

If the menu has is using the <*select*> tag then you can call the <*selectByValue()>* or <selectByIndex()> or <selectByVisibleText()> methods of the Select class.

If the menu doesn’t use the <*select*> tag then simply find the XPath of that element and perform the click action for its selection.

**What is the FirefoxDriver, class or an interface? And which interface does it implement?**

*FirefoxDriver* is a Java class, and it implements the <*WebDriver*> interface. It contains the implementations of all the methods available in the <*WebDriver*> interface.

**What is the name of the super interface of the Webdriver?**

SearchContext.

**What is the main difference between the close() and quit() methods?**

close() - it closes the currently active browser window.

quit()- it will close all of the opened browser windows and the browser itself.

**What is the best way to check for the highlighted text on a web page?**

Use the below code to verify the highlighted text for an element on the web page.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | String clr = driver.findElement(By.xpath("//a[text()='TechBeamers']")).getCssValue("color");    String bkclr = driver.findElement(By.xpath("//a[text()='TechBeamers']")).getCssValue("background-color");    System.out.println(clr);    System.out.println(bkclr); |

**How would you use a Selenium variable say "size" from the JavaScript?**

${size}

**What is the Selenese command to show the value of a variable in the log file?**

echo()

**Implicit Wait:**

The implicit wait tells to the WebDriver to wait for certain amount of time before it throws an exception. Once we set the time, WebDriver will wait for the element based on the time we set before it throws an exception. The default setting is 0 (zero). We need to set some wait time to make WebDriver to wait for the required time.

driver.manage().timeouts().implicitlyWait(TimeOut, TimeUnit.SECONDS);

**Explicit Wait:**

Explicit waits are confined to a particular web element. Explicit Wait is code you define to wait for a certain condition to occur before proceeding further in the code.

Explicit wait is of two types:

WebDriverWait

FluentWait

**WebDriverWait:**

WebDriverWait is applied on certain element with defined expected condition and time. This wait is only applied to the specified element. This wait can also throw exception when element is not found.

The following are the Expected Conditions that can be used in Explicit Wait

alertIsPresent()

elementSelectionStateToBe()

elementToBeClickable()

elementToBeSelected()

frameToBeAvaliableAndSwitchToIt()

invisibilityOfTheElementLocated()

invisibilityOfElementWithText()

presenceOfAllElementsLocatedBy()

presenceOfElementLocated()

textToBePresentInElement()

textToBePresentInElementLocated()

textToBePresentInElementValue()

titleIs()

titleContains()

visibilityOf()

visibilityOfAllElements()

visibilityOfAllElementsLocatedBy()

visibilityOfElementLocated()

//WebDriverWait wait = new WebDriverWait(WebDriverRefrence,TimeOut);

WebDriverWait wait = new WebDriverWait (driver, 20);

wait.until(ExpectedConditions.VisibilityofElementLocated(By.xpath(""//button[@value='Save Changes']"")));

**FluentWait:**

FluentWait can define the maximum amount of time to wait for a specific condition and frequency with which to check the condition before throwing an “ElementNotVisibleException” exception.

To say in effortless manner, it tries to find the web element repeatedly at regular intervals of time until the timeout or till the object gets found.

We use Fluent Wait commands mainly when we have web elements which sometimes visible in few seconds and some times take more time than usual to visible. Mainly in Ajax applications.

**Syntax:**

|  |  |
| --- | --- |
| 3  4  5  6  7  8  9  10 | Wait wait = new FluentWait(WebDriver reference)  .withTimeout(timeout, SECONDS)  .pollingEvery(timeout, SECONDS)  .ignoring(Exception.class);    WebElement foo=wait.until(new Function<WebDriver, WebElement>() {  public WebElement applyy(WebDriver driver) {  return driver.findElement(By.id("foo"));  }  }); |

**TestNG Selenium Webdriver Questions.**

**TestNG Annotations:**

**@Test:**Marks a class or a method as a part of the test.

**@BeforeMethod:** A method which is marked with this annotation will be executed before every **@test** annotated method.

**@AfterMethod:** A method which is marked with this annotation will be executed after every **@test** annotated method.

**@BeforeClass:** A method which is marked with this annotation will be executed before ***first @Test*** method execution. It runs only once per class.

**@AfterClass:**A method which is marked with this annotation will be executed after all the test methods in the current class have been run

**@BeforeTest:** A method which is marked with this annotation will be executed before ***first @Test*** annotated method.

**@AfterTest:**A method which is marked with this annotation will be executed when **all @Test** annotated methods complete the execution of those classes which are inside <test> tag in testng.xml file.

**@BeforeSuite:**A method which is marked with this annotation will run **only once before** all tests in the suite have run

**@AfterSuite:**A method which is marked with this annotation will run **once after** execution of all tests in the suite have run

**@BeforeGroups:**This annotated method will run **before the first test run** of that specific group.

**@AfterGroups:**This annotated method will run **after all test methods** of that group completes its execution.

Some other TestNG Annotations, we need to discuss here are mentioned below:

**@Parameters:**This annotation is used to pass parameters to test methods.

**@DataProvider:**If we use @DataProvider annotation for any method that means you are using that method as a data supplier. The configuration of @DataProvider annotated method must be like it always return Object[][] which we can use in @Test annotated method. The @Test method that wants to receive data from this DataProvider needs to use a dataProvider name equals to the name of this annotation.

**@Factory:**Marks a method as a factory that returns objects that will be used by TestNG as Test classes. The method must return Object[ ].

**@Listeners:**This annotation is used with test class. It helps in writing logs and results.

**Test case execution Parallel**

How to run test cases in parallel using TestNG?

we can use “parallel” attribute in testng.xml to accomplish parallel test execution in TestNG

The parallel attribute of suite tag can accept four values:

tests – All the test cases inside <test> tag of testng.xml file will run parallel  
classes – All the test cases inside a java class will run parallel  
methods – All the methods with @Test annotation will execute parallel  
instances – Test cases in same instance will execute parallel but two methods of two different instances will run in different thread.

Exp 1

<suite name="softwaretestingmaterial" parallel="methods">

Exp 2

<?xml version="1.0" encoding="UTF-8"?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name="TestSuite" thread-count="3" parallel="methods" >

<test name="testGuru">

<classes>

<class name="TestGuru99MultipleSession">

</class>

</classes>

</test>

</suite>

**How to exclude a particular test group from a test case execution?**

By adding the exclude tag in the testng.xml

<groups>

    <run>

<exclude name="TestGroupNameToExclude"/>

    </run>

</groups>

**How to disable a test case in TestNG ?**

To disable the test case we use the parameter enabled = false to the @Test annotation.

@Test(enabled = false)

**How to skip a @Test method from execution in TestNG?**

By using throw new SkipException()

Once SkipException() thrown, remaining part of that test method will not be executed and control will goes directly to next test method execution.

throw new SkipException("Skipping - This is not ready for testing ");

**How to Ignore a test case in TestNG?**

To ignore the test case we use the parameter enabled = false to the @Test annotation.

@Test(enabled = false)

How to write regular expression In testng.xml file to search @Test methods containing “smoke” keyword.

Regular expression to find @Test methods containing keyword “smoke” is as mentioned below.

<methods>

     <include name=".\*smoke.\*"/>

</methods>

[TestNG: How can I run same test case multiple times?](https://stackoverflow.com/questions/26128289/testng-how-can-i-run-same-test-case-multiple-times)

@Test(invocationCount = 10)

public void testCount() {..}

**What is the use of @Test(threadPoolSize=x)?**

The threadPoolSize attribute tells to form a thread pool to run the test method through multiple threads.

**Note:** This attribute is ignored if invocationCount is not specified

@Test(threadPoolSize = 3, <code class="plain">invocationCount = </code><code class="value">10</code>) public void testCase1(){

What are @Factory and @DataProvider annotation?

@Factory: A factory will execute all the test methods present inside a test class using a separate instance of the respective class with different set of data.

@DataProvider: A test method that uses DataProvider will be executed the specific methods multiple number of times based on the data provided by the DataProvider. The test method will be executed using the same instance of the test class to which the test method belongs.

TestNG Listeners

TestNG Listeners are used to inspect and modify the testing behavior. TestNG listeners always extend org.testng.ITestNGListener marker interface. TestNG listeners can be defined for a test class using org.testng.annotations.Listeners annotation.

Let’s look at some of the important TestNG listeners.

ISuiteListener: We can use this test suite listener to perform some operations when test suite starts and when all the tests are executed. This interface contains two methods – onStart(ISuite suite)and onFinish(ISuite suite) and provides access to test suite object.

ITestListener: We can use this listener to analyze test methods, perform logging. We can also use them to send notifications if any test fails by implementing onTestFailure(ITestResult result)method.

IAnnotationTransformer: We can implement this interface to modify the annotations for any @Testmethod. Note that we can use this annotation only with [TestNG XML](https://www.journaldev.com/21304/testng-xml) configuration.

IAnnotationTransformer2: We can implement this interface to modify the annotations for any method other than @Test method.This annotation can be used with TestNG XML configuration only.

IConfigurable: If a test class implements this interface, its run() method will be invoked instead of each configuration method found.

IConfigurationListener: Listener interface for events related to configuration methods.

IExecutionListener: This listener is used to monitor when a TestNG run starts and ends.

IHookable: If a test class implements this interface, its run() method will be invoked instead of each @Test method found.

IInvokedMethodListener: A listener that gets invoked before and after a method is invoked by TestNG.

IMethodInterceptor: This class is used to alter the list of test methods that TestNG is about to run.

IReporter: This interface can be implemented by clients to generate a report.

Execute failed test cases using TestNG in Selenium – By using “testng-failed.xml”

Steps To follow:

After the first run of an automated test run. Right click on Project – Click on Refresh

A folder will be generated named “test-output” folder. Inside “test-output” folder, you could find “testng-failed.xml”

Run “testng-failed.xml” to execute the failed test cases again.

**TestNG Groups:**

|  |  |
| --- | --- |
|  | package softwareTestingMaterial;  import org.testng.annotations.Test;  public class TestCase1 {  *@Test* (groups = { "smokeTest", "functionalTest" })  public void loginTest(){  System.out.println("Logged in successfully");  }  }  **testng.xml:**  <?xml version="1.0" encoding="UTF-8"?>  <!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd" >    <suite name="softwaretestingmaterial">  <test name="testngTest">    <groups>  <run>  <include name="smokeTest" />  </run>  </groups>    <classes>  <class name="softwareTestingMaterial.TestCase1" />  </classes>  </test>  </suite>  **What is TestNG Assert and list out common TestNG Assertions?**  TestNG Asserts help us to verify the condition of the test in the middle of the test run. Based on the TestNG Assertions, we will consider a successful test only if it is completed the test run without throwing any exception.  Some of the common assertions supported by TestNG are  assertEqual(String actual,String expected)  assertEqual(String actual,String expected, String message)  assertEquals(boolean actual,boolean expected)  assertTrue(condition)  assertTrue(condition, message)  assertFalse(condition)  assertFalse(condition, message)  **What is Soft Assert in TestNG?**  Soft Assert collects errors during *@Test*. Soft Assert does not throw an exception when an assert fails and would continue with the next step after the assert statement.  If there is any exception and you want to throw it then you need to use assertAll() method as a last statement in the @Test and test suite again continue with next @Test as it is.  **What is Hard Assert in TestNG?**  Hard Assert throws an AssertException immediately when an assert statement fails and test suite continues with next *@Test*  **How to create Group of Groups in TestNG?**  Groups can also include other groups. These groups are called *MetaGroups*. For example, you might want to define a group *all* that includes *smokeTest*and functionalTest. Let’s modify our testng.xml file as follows:  <groups>     <define name="all">  <include name="smokeTest"/>  <include name="functionalTest"/>     </define>     <run>           <include name="all" />     </run>  </groups> |

**Q: What is the time-unit you use in testng time tests?**

Ans. We use *milliseconds* as the time unit in *@Test* or *@TestSuite* methods.

**Q: What is the use of priority in @Test methods and how do you set it?**

Ans. We define the priority in @Test annotated methods to set the order of test execution. Please check the below example.

|  |  |
| --- | --- |
| 1  2  3 | @Test1(priority=0)  @Test2(priority=2)  @Test3(priority=1) |

The above test will run in the following order.

|  |  |
| --- | --- |
| 1 | Test1 => Test3 => Test2 |

**Q: What are the two different ways of generating reports in TestNG?**

Ans. There are two ways to produce a report with Test NG, they are

Use of Listeners: You can implement the <*org.testng.ITestListener*> interface and its methods. Reporting will start when the test begins, finishes, skips, passes or fails.

Use of Reporters: Another way to enable reporting is by implementing the <*org.testng.Reporter*> interface. Unlike the listener interface, here the reporting begins after the whole test suite reaches to the end. The reporting class receives the object which contains the information of the whole test run.

**Q: How to execute the testng test suite from the command line?**

Ans. We don't always need to open Eclipse to run the TestNG project, try using the below command instead.

|  |  |
| --- | --- |
| 1 | java -cp “C:\Selenium Webdriver Questions\testng \lib\\*;C:\Selenium Testing Questions\testng\bin” org.testng.TestNG testng.xml |

**Q: How to turn off the test-output (generated test output folder) in TestNG?**

Ans. In Eclipse, modify the launch/Run configuration and add a <*-usedefaultlisteners false*> option to disable the test output.

**What is Continuous Integration?**

Continuous Integration is abbreviated as CI. Continuous Integration is a development practice which aims to make sure the correctness of a software. After each commit, a suite of tests run automatically and tests a software to ensure whether the software is running without any breaks. If any test fails, we will get immediate feedback say “build is broken”.

In simple words, continuous integration is a process of verifying the correctness of a software.

Some of the continuous integration tools are Jenkins, TeamCity, Bamboo, Travis, CircleCi, Bitbucket, CruiseControl

**What is Maven?**

Maven, a Yiddish word meaning “accumulator of knowledge”. Maven is a build automation tool used primarily for Java projects. It helps in building software, it describes how software is built and it describes its dependencies. It dynamically downloads Java libraries and Maven plug-ins from one or more repositories such as the Maven 2 Central Repository, and stores them in a local cache. We use maven in Selenium as a build tool or project management tool. It helps in managing all project dependencies and ensure an easy build process.

Main Objectives of Maven are as follows:

Making the build process easy

Providing a uniform build system

Providing quality project information

Providing guidelines for best practices development

Allowing transparent migration to new features

What is GIT?

Git is the most widely used modern version control system in the world today for tracking changes in any set of files. Git is an open source project. It is aimed at speed, data integrity, and support for distributed, non-linear workflows. It allows you to commit your work locally and then sync your copy of the repository with the copy on the server.

What is Jenkins?

Jenkins is an open source automation server. It supports us to automate all sorts of tasks related to building, deploying and automating any project. It is cross-platform and can be used on Windows, Mac OS, Linux etc., As a part of Selenium, we use it to build and test our software continuously. It is used for automatic test executions and scheduled builds. Using Jenkins we could also publish results and send email notifications to all the team members. Jenkins provides continuous integration and continuous delivery service for software development.

**Java**

**Inheritance in Java**

The process of obtaining the data members and methods from one class to another class is known as inheritance. It is one of the fundamental features of object-oriented programming.

Important points

In the inheritance the class which is give data members and methods is known as base or super or parent class.

The class which is taking the data members and methods is known as sub or derived or child class.

The data members and methods of a class are known as features.

The concept of inheritance is also known as re-usability or extendable classes or sub classing or derivation.

Interface : class Demo implements X, Y

[Types of Inheritance](https://beginnersbook.com/2013/05/java-inheritance-types/):  
Single Inheritance: refers to a child and parent class relationship where a class extends the another class.

Multilevel inheritance: refers to a child and parent class relationship where a class extends the child class. For example class A extends class B and class B extends class C.

Hierarchical inheritance: refers to a child and parent class relationship where more than one classes extends the same class. For example, class B extends class A and class C extends class A.

Multiple Inheritance: refers to the concept of one class extending more than one classes, which means a child class has two parent classes. Java doesn’t support multiple inheritance, read more about it

**Abstraction in Java**

**Abstraction** is the concept of exposing only the required essential characteristics and behavior with respect to a context.

Hiding of data is known as **data abstraction**. In object oriented programming language this is implemented automatically while writing the code in the form of class and object.

Real Life Example of Abstraction in Java

Abstraction shows only important things to the user and hides the internal details, for example, when we ride a bike, we only know about how to ride bikes but can not know about how it work? And also we do not know the internal functionality of a bike.

How to achieve Abstraction ?

There are two ways to achieve abstraction in java

Abstract class (0 to 100%)

Interface (Achieve 100% abstraction)
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**Polymorphism**

When one task is performed by different ways i.e. known as polymorphism. For example: to convince the customer differently, to draw something e.g. shape or rectangle etc.

In java, we use method overloading and method overriding to achieve polymorphism.

Another example can be to speak something e.g. cat speaks meaw, dog barks woof etc.

**Encapsulation** is one of the four fundamental OOP concepts. The other three are inheritance, polymorphism, and abstraction.

Encapsulation in Java is a mechanism of wrapping the data (variables) and code acting on the data (methods) together as a single unit. In encapsulation, the variables of a class will be hidden from other classes, and can be accessed only through the methods of their current class. Therefore, it is also known as data hiding.

To achieve encapsulation in Java −

Declare the variables of a class as private.

Provide public setter and getter methods to modify and view the variables values.

Example

Following is an example that demonstrates how to achieve Encapsulation in Java −

/\* File name : EncapTest.java \*/

public class EncapTest {

private String name;

private String idNum;

private int age;

public int getAge() {

return age;

}

public String getName() {

return name;

}

public String getIdNum() {

return idNum;

}

public void setAge( int newAge) {

age = newAge;

}

public void setName(String newName) {

name = newName;

}

public void setIdNum( String newId) {

idNum = newId;

}

}

The variables of the EncapTest class can be accessed using the following program –

\* File name : RunEncap.java \*/

public class RunEncap {

public static void main(String args[]) {

EncapTest encap = new EncapTest();

encap.setName("James");

encap.setAge(20);

encap.setIdNum("12343ms");

System.out.print("Name : " + encap.getName() + " Age : " + encap.getAge());

}

}

Benefits of Encapsulation

The fields of a class can be made read-only or write-only.

A class can have total control over what is stored in its fields.

The users of a class do not know how the class stores its data. A class can change the data type of a field and users of the class do not need to change any of their code.

**What is an interface?**

Interface looks like class but it is not a class. An interface can have methods and variables just like the class but the methods declared in interface are by default abstract (only method signature, no body). Also, the variables declared in an interface are public, static & final by default. We will discuss these points in detail, later in this post.

What is the use of interfaces?

As mentioned above they are used for abstraction. Since methods in interfaces do not have body, they have to be implemented by the class before you can access them. The class that implements interface must implement all the methods of that interface. Also, java programming language does not support multiple inheritance, using interfaces we can achieve this as a class can implement more than one interfaces, however it cannot extend more than one classes.

Declaration  
Interfaces are declared by specifying a keyword “interface”. E.g.:

interface MyInterface

{

/\* All the methods are public abstract by default

\* Note down that these methods are not having body

\*/

public void method1();

public void method2();

}

Interface Implementation

This is how a class implements an interface. It has to provide the body of all the methods that are declared in interface.  
Note: class implements interface but an interface extends another interface.

interface MyInterface

{

public void method1();

public void method2();

}

class XYZ implements MyInterface

{

public void method1()

{

System.out.println("implementation of method1");

}

public void method2()

{

System.out.println("implementation of method2");

}

public static void main(String arg[])

{

MyInterface obj = new XYZ();

obj. method1();

}

}

Key points: Here are the key points to remember about interfaces:  
1) We can’t instantiate an interface in java.

2) Interface provides complete [abstraction](https://beginnersbook.com/2013/03/oops-in-java-encapsulation-inheritance-polymorphism-abstraction/) as none of its methods can have body. On the other hand, [abstract class](https://beginnersbook.com/2013/05/java-abstract-class-method/) provides partial abstraction as it can have abstract and concrete(methods with body) methods both.

3) implements keyword is used by classes to implement an interface.

4) While providing implementation in class of any method of an interface, it needs to be mentioned as public.

5) Class implementing any interface must implement all the methods, otherwise the class should be declared as “abstract”.

6) Interface cannot be declared as private, protected or transient.

7) All the interface methods are by default abstract and public.

8) Variables declared in interface are public, static and final by default.

interface Try

{

int a=10;

public int a=10;

public static final int a=10;

final int a=10;

static int a=0;

}

All of the above statements are identical.

9) Interface variables must be initialized at the time of declaration otherwise compiler will through an error.

interface Try

{

int x;//Compile-time error

}

Above code will throw a compile time error as the value of the variable x is not initialized at the time of declaration.

10) Inside any implementation class, you cannot change the variables declared in interface because by default, they are public, static and final. Here we are implementing the interface “Try” which has a variable x. When we tried to set the value for variable x we got compilation error as the variable x is public static **final** by default and final variables can not be re-initialized.

class Sample implements Try

{

public static void main(String args[])

{

x=20; //compile time error

}

}

11) Any interface can extend any interface but cannot implement it. Class implements interface and interface extends interface.

12) A **class** can implement any **number of interfaces**.

13) If there are **two or more same methods** in two interfaces and a class implements both interfaces, implementation of the method once is enough.

interface A

{

public void aaa();

}

interface B

{

public void aaa();

}

class Central implements A,B

{

public void aaa()

{

//Any Code here

}

public static void main(String args[])

{

//Statements

}

}

14) A class cannot implement two interfaces that have methods with same name but different return type.

interface A

{

public void aaa();

}

interface B

{

public int aaa();

}

class Central implements A,B

{

public void aaa() // error

{

}

public int aaa() // error

{

}

public static void main(String args[])

{

}

}

15) Variable names conflicts can be resolved by interface name e.g:

interface A

{

int x=10;

}

interface B

{

int x=100;

}

class Hello implements A,B

{

public static void Main(String args[])

{

// reference to x is ambiguous both variables are x

System.out.println(x);

System.out.println(A.x);

System.out.println(B.x);

}

}

**Benefits of having interfaces:**

Following are the advantages of using interfaces:

Without bothering about the implementation part, we can achieve the security of implementation

In java, [**multiple inheritance**](https://beginnersbook.com/2013/05/java-multiple-inheritance/) is not allowed, However by using interfaces you can achieve the same . A class can extend only one class but can implement any number of interfaces. It saves you from Deadly Diamond of Death(DDD) problem.

Accessibility Modifiers for Members:

public Members: If members are declared as public inside a class then such members are accessible to the classes which are inside and outside of the package where this class is visible. This is the least restrictive of all the accessibility modifiers.

protected Members:If members are declared as protected then these are accessible to all classes in the package and to all subclasses of its class in any package where this class is visible.

Default Members: When no accessibility modifier is specified for the member then implicitly it is declared as Default. These are accessible only to the other classes in the class’s package.

private Members:This is the most restrictive of all accessibility modifiers. These members are accessible only with in the same class. These are not accessible from any other class within a class’s package also.

Abstract Methods:

If method has a keyword *abstract* in its declaration, then such method/function is called Abstract method. Abstract methods does not have an implementation i.e. method body is not defined; only method prototype is specified in the class definition.

Note:

Only instance methods can be declared as *abstract*.

Since Static methods cannot be overridden declaring abstract static method would of no use.

A Final method cannot be abstract and vice versa.

Methods specified in an Interface are implicitly *abstract*.

Synchronized Methods:

Multiple threads can be executing in a program and at times they might try to execute several methods on the same object simultaneously.

If there is a requirement that only one thread at a time should execute a method in the object, then such methods can be declared as *Synchronized*. Their execution will be mutually exclusive among all threads. At any given time, at the most one thread will be executing a Synchronized method on an object.

Note:  Synchronized methods are also applicable to Static methods of a class.

Native Methods:

Native Methods are also called as Foreign methods. Such methods implementation is not defined in Java but in another programming language.

These methods are specified in the class as method prototypes with prefix with keyword native, no method body is defined in the Java class.

class cNat() {

native void fNat(); // native method declaration

synchronized public void fSyn() {…}; // synchronized method declaration

}

class cmain {

public static void main (String[] args) {

cNat cNatObj =new cNat(); // class instance creation

cNatObj.fNAt(); // accessing native method

}

}

Constructor in Java

**Constructor in java** is a special type of method that is used to initialize the object.

Java constructor is invoked at the time of object creation. It constructs the values i.e. provides data for the object that is why it is known as constructor.

Rules for creating java constructor

There are basically two rules defined for the constructor.

Constructor name must be same as its class name

Constructor must have no explicit return type

Types of java constructors

There are two types of constructors:

Default constructor (no-arg constructor)

Parameterized constructor

class Bike1{

Bike1(){System.out.println("Bike is created");}

public static void main(String args[]){

Bike1 b=new Bike1();

}  }

Transient Fields:

Objects can be stored using serialization. Serialization transforms objects into an output format which is helpful for storing objects. Objects can later be retrieved in the same state as when they were serialized, meaning that fields included in the serialization will have the same values at the time of serialization. Such objects are said to be Persistent.

The fields are declared with keyword Transient in their class declaration if its value should not be saved when objects of the class are written to persistent storage.

class sample implements Serializable{

transient str varStr; // transient field declaration

int varInt; // instance field declaration

}

Volatile Fields:

During execution, complied code might cache the values of fields for efficiency reasons. And as multiple threads will access the same field, caching is not allowed to cause inconsistencies when reading and writing the value in the field.

The *Volatile* modifier can be used to inform the compiler that it should not attempt to perform optimizations on the field which could cause unpredicted results when the field is accessed by multiple threads

class sample {

volatile int varInt; // volatile field declaration

}

3) Accessibility Modifiers for Nested Classes & Interfaces

Nested Interfaces:

Access modifiers can be used in Nested interfaces. An interface declared within another class or interface is called a Nested interface. A top-level interface is the one which is not nested.

Only one type of nested interface is available in Java based on declarative context, Static member interface. These are interfaces defined with keyword Static inside the top-level interface or class or in another Static member class or interface. It can be instantiated like a normal top-level interface or class, no enclosing instance is required for this interface instantiation.

Nested Classes:

Access modifiers are also used in Nested classes. A class declared within another class is called a Nested class. A top-level class is the one which is not nested.

They are 2 categories of Nested classes based on the declarative context. They are

Static member classes

Inner classes

Inner classes are defined in 3 different categories. They are

Non-static member classes

Local classes

Anonymous classes

Static member classes:

Classes which are defined with Static modifier inside the top-level class or other Static member class are called Static member classes. It can be instantiated like a normal top-level class; no enclosing instance is required for this class instantiation.

All the 4 accessibility modifiers i.e. Public, Protected, Package & Private are applicable to Static member classes’ declaration.

Non-Static member classes:

Classes which are defined without Static modifier inside another class are called non-static member classes. An instance of a non-static member class always has an enclosing instance associated with it.

The accessibility modifiers i.e. Public, Protected, Package & Private, abstract, final are applicable to Non-Static member classes’ declaration.

Local classes:

These classes are defined in the context of a block as in a body of the method or normal local block, just as local variables defined in a method body or local block. An instance of a local class has an enclosing instance associated with it, if it is declared in non-static context.

No accessibility modifiers are applicable for Local classes.

Anonymous classes:

These are defined as expressions and instantiated on the fly. An instance of anonymous class has an enclosing instance associated with it, if it is declared in non-static context.

No accessibility modifiers are applicable for Anonymous classes.

Note: A Nested Class or Interface cannot have the same name as any of the enclosing classes or interfaces.

class A {                // Top-level Class

static class B {…}       // Static member class

static interface C {…}   // Static member interface

class D {….}             // Non-static inner class

void func () {

class E {…….}           // Local class in non-static context

static void func1 () {

class F {…}              // Local class in static context

}

B bx = new B () {...} // Anonymous class in non static context

static C cx= new C () {……} // Anonymous class in static context

}

Final keyword in java

It is used to make a variable as a constant, Restrict method overriding, Restrict inheritance. It is used at variable level, method level and class level. In java language final keyword can be used in following way.

Final at variable level

Final at method level

Final at class level
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Static keyword in java

The **static keyword** is used in java mainly for memory management. It is used with variables, methods, blocks and nested class. It is a keyword that are used for share the same variable or method of a given class. This is used for a constant variable or a method that is the same for every instance of a class. The main method of a class is generally labeled static.

No object needs to be created to use static variable or call static methods, just put the class name before the static variable or method to use them. Static method can not call non-static method.

In java language static keyword can be used for following

variable (also known as class variable)

method (also known as class method)

block

nested class

Static variable

If any variable we declared as static is known as static variable.

Static variable is used for fulfill the common requirement. For Example company name of employees, college name of students etc. Name of the college is common for all students.

The static variable allocate memory only once in class area at the time of class loading.

Advantage of static variable

Using static variable we make our program memory efficient (i.e it saves memory).

When and why we use static variable

Suppose we want to store record of all employee of any company, in this case employee id is unique for every employee but company name is common for all. When we create a static variable as a company name then only once memory is allocated otherwise it allocate a memory space each time for every employee.

Difference between static and final keyword

static keyword always fixed the memory that means that will be located only once in the program where as final keyword always fixed the value that means it makes variable values constant.

Note: As for as real time statement there concern every final variable should be declared the static but there is no compulsion that every static variable declared as final.

**Collections in Java**

[Java Collection Framework](https://www.javatpoint.com/collections-in-java)

[Hierarchy of Collection Framework](https://www.javatpoint.com/collections-in-java#collectionhierarchy)

[Collection interface](https://www.javatpoint.com/collections-in-java#collectionmethods)

[Iterator interface](https://www.javatpoint.com/collections-in-java#collectioniterator)

Collections in java is a framework that provides an architecture to store and manipulate the group of objects.

All the operations that you perform on a data such as searching, sorting, insertion, manipulation, deletion etc. can be performed by Java Collections.

Java Collection simply means a single unit of objects. Java Collection framework provides many interfaces (Set, List, Queue, Deque etc.) and classes (ArrayList, Vector, LinkedList, PriorityQueue, HashSet, LinkedHashSet, TreeSet etc).

What is Collection in java

Collection represents a single unit of objects i.e. a group.

What is framework in java

provides readymade architecture.

represents set of classes and interface.

is optional.

What is Collection framework

Collection framework represents a unified architecture for storing and manipulating group of objects. It has:

Interfaces and its implementations i.e. classes

Algorithm

**ArrayList in Java**

ArrayList is a replacement of vector class, It is a new class used to store multiple objects.

In ArrayList the data is organizing in the form of cells. Cell values are storing in heap memory and cell address are storing in associative memory.

![arraylist](data:image/png;base64,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)

Points to Remember

ArrayList class is not Synchronized.

ArrayList class elements can be access randomly.

In the ArrayList value will be stored in the same order as inserted.

ArrayList class uses a dynamic array for storing the elements.It extends AbstractList class and implements List interface.

ArrayList class can contain duplicate elements.

ArrayList allows random access because array works at the index basis.

**Note:** ArrayList calss contains same methods like vector.

Creating ArrayList is nothing but creating an object of ArrayList class.

Syntax

ArrayList al=new ArrayList();

Arraylist Constructor

**ArrayList():** This constructor is used for creating an object of ArrayList class.

Syntax

ArrayList al=new ArrayList()

Advantages of ArrayList

ArrayList based applications takes less memory space.

Retrieving the data from ArrayList will take less time.

Performance of ArrayList based applications is more.

Difference Between Vector and ArrayList

|  |  |  |
| --- | --- | --- |
|  | Vector | ArrayList |
| 1 | Vector is legacy Collection Framework (old class). | ArrayList is new Collection Framework. |
| 2 | Vector is Synchronized by default. | ArrayList is not Synchronized. |
| 3 | For retrieving elements from Vector class can be use foreach loop, iterator, listiterator and enumeration. | For retrieving elements from ArrayList class can be use foreach loop, iterator and listiterator. |

Example of ArrayList

import java.util.Arraylist;

class DemoArraylist

{

public static void main(String args[])

{

ArrayList<Integer> al=new ArrayList<Integer>(); // creating arraylist

al.add(10);

al.add(20);

al.add(30);

Iterator itr=al.iterator(); // getting Iterator from arraylist to traverse elements

while(itr.hasNext())

{

System.out.println(itr.next());

}

}

}

Output

10

20

30

Initially hasNext() points to the first element in the list.   
and when you do next() it returns the current element and cursor starts pointing to the next element.  
lets say we have list with following elements :  
1 , 2, 3, 4, 5

So while iterating the list, hasNext() points to 1 initially and using next() we retrieve the value and now the cursor points to next element i.e. 2. When pointer reaches to 5 hasNext() returns false.

**Java LinkedList class**
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Java LinkedList class uses doubly linked list to store the elements. It provides a linked-list data structure. It inherits the AbstractList class and implements List and Deque interfaces.

The important points about Java LinkedList are:

Java LinkedList class can contain duplicate elements.

Java LinkedList class maintains insertion order.

Java LinkedList class is non synchronized.

In Java LinkedList class, manipulation is fast because no shifting needs to be occurred.

Java LinkedList class can be used as list, stack or queue.

Hierarchy of LinkedList class

As shown in above diagram, Java LinkedList class extends AbstractSequentialList class and implements List and Deque interfaces.

Doubly Linked List

In case of doubly linked list, we can add or remove elements from both side.
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Let's see the declaration for java.util.LinkedList class.

public class LinkedList<E> extends AbstractSequentialList<E> implements List<E>, Deque<E>, Cloneable, Serializable

Constructors of Java LinkedList

|  |  |
| --- | --- |
| Constructor | Description |
| LinkedList() | It is used to construct an empty list. |
| LinkedList(Collection c) | It is used to construct a list containing the elements of the specified collection, in the order they are returned by the collection's iterator. |

import java.util.\*;

public class TestCollection7{

 public static void main(String args[]){

  LinkedList<String> al=new LinkedList<String>();

  al.add("Ravi");

  al.add("Vijay");

  al.add("Ravi");

  al.add("Ajay");

  Iterator<String> itr=al.iterator();

  while(itr.hasNext()){

   System.out.println(itr.next());

  }

 }

}

[Test it Now](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection7)

Output:Ravi

Vijay

Ravi

Ajay

**Difference between ArrayList and LinkedList**

ArrayList and LinkedList both implements List interface and maintains insertion order. Both are non synchronized classes.

But there are many differences between ArrayList and LinkedList classes that are given below.

|  |  |
| --- | --- |
| ArrayList | LinkedList |
| 1) ArrayList internally uses **dynamic array** to store the elements. | LinkedList internally uses **doubly linked list** to store the elements. |
| 2) Manipulation with ArrayList is **slow** because it internally uses array. If any element is removed from the array, all the bits are shifted in memory. | Manipulation with LinkedList is **faster** than ArrayList because it uses doubly linked list so no bit shifting is required in memory. |
| 3) ArrayList class can **act as a list** only because it implements List only. | LinkedList class can **act as a list and queue** both because it implements List and Deque interfaces. |
| 4) ArrayList is **better for storing and accessing** data. | LinkedList is **better for manipulating** data. |

Example of ArrayList and LinkedList in Java

Let's see a simple example where we are using ArrayList and LinkedList both.

import java.util.\*;

class TestArrayLinked{

 public static void main(String args[]){

  List<String> al=new ArrayList<String>();//creating arraylist

  al.add("Ravi");//adding object in arraylist

  al.add("Vijay");

  al.add("Ravi");

  al.add("Ajay");

  List<String> al2=new LinkedList<String>();//creating linkedlist

  al2.add("James");//adding object in linkedlist

  al2.add("Serena");

  al2.add("Swati");

  al2.add("Junaid");

  System.out.println("arraylist: "+al);

  System.out.println("linkedlist: "+al2);

 }

}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestArrayLinked)

Output:

arraylist: [Ravi,Vijay,Ravi,Ajay]

linkedlist: [James,Serena,Swati,Junaid]

HashSet in Collection Framework

HashSet is **Implementer** class of Set Interface. HashSet supports hashing mechanism to store the value that means all the elements are stored in un-shorted random order (the elements will not be in same order as inserted).
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Points to Remember

HashSet are not allows to store duplicate elements.

HashSet allows to store heterogeneous elements.

For retrieving elements from HashSet you can use foreach loop and iterator interface to retrieve the elements.

HashSet is not Synchronized means multiple threads can work Sanctimoniously.

HashSet allows to store null value.

Example of HashSet

import java.util.\*;

class HashSetDemo

{

public static void main(String args[])

{

HashSet<String> hs=new HashSet<String>();

hs.add("Java");

hs.add("C-lang");

hs.add("C++");

hs.add("Java");

System.out.println(hs);

Iterator i=hs.iterator();

System.out.println("Forward Direction");

while(l.hasNext())

{

System.out.println(i.next());

}

}

}

Output

Java

C-lang

C++

LinkedHashSet in Java

LinkedHashSet is **Implementer** class of Set Interface, Which supports hashing mechanism to store the value that means all the elements are stored in the same order as inserted (In unsorted format).
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Points to Remember

LinkedHashSet does not allow duplicate elements.

LinkedHashSet allows to store heterogeneous elements

LinkedHashSet is not Synchronized.

For retrieving elements from LinkedHashSet you can use foreach loop and iterator interface.

LinkedHashSet allows null values.

Example of LinkedHashSet

import java.util.\*;

class LHashDemo

{

public static void main(String args[])

{

LinkedHashSet<String> lhs=new LinkedHashSet<String>();

lhs.add("Java");

lhs.add("C-lang");

lhs.add("C++");

lhs.add("Java");

System.out.println(lhs);

Iterator i=lhs.iterator();

System.out.println("Forward Direction");

while(l.hasNext())

{

System.out.println(i.next());

}

}

}

Output

Java

C-lang

C++

HashMap in Java

HashMap are the **Implementer** class of Map Interface, which store the values based on the key.

![hashmap](data:image/png;base64,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)

Points to Remember

HashMap are not allows to store duplicate elements.

HashMap are new collection framework class.

HashMap may have one null key and multiple null values.

For retrieving elements from HashMap you can use foreach loop, Iterator Interface and ListIterator Interface to retrieve the elements.

HashMap is not Synchronized means multiple threads can work Simultaneously.

Example of HashMap

import java.util.\*;

class HashMapDemo

{

public static void main(String args[])

{

HashMap<Integer,String> hm=new HashMap<Integer,String>();

hm.put(1,"Deo");

hm.put(2,"zen");

hm.put(3,"porter");

hm.put(4,"piter");

for(Map.Entry m:hm.entrySet())

{

System.out.println(m.getKey()+" "+m.getValue());

}

}

}

Output

1 Deo

2 zen

3 porter

4 piter

Example of HashMap

import java.util.\*;

class HashMapDemo

{

public static void main(String args[])

{

HashMap<Integer, Float> hm=new HashMap<Integer, Float>();

hm.add(10, 10.5);

hm.add(20,20.5);

hm.add(30,30.5);

hm.add(40,40.5);

hm.add(Null,50.5);

hm.add(Null,60.5); // only one null allow

System.out.println(hm);

System.out.println(hm.values());

System.out.println(hm.keyset());

System.out.println(hm.get(20));

}

}

Output

[null=60.5, 20=20.5, 10=10.5, 40=40.5, 30=30.5]

[60.5, 20.5, 10.5, 40.5, 30.5]

[Null, 20, 10, 30, 40]

[20.5]

HashTable in Java

HashTable is **Implementer** class of Map interface and extends Dictionary class. HashTable does not allows null key and null values, these elements will be stored in a random order.

Points to Remember

HashTable is a legacy class, which will uses hashing technique (the elements will be stored in unsorted or un-order format).

HashTable stored the elements in key values formate.

HashTable does not allows null keys and null values.

HashTable is Synchronized.

HashTable allows heterogeneous elements.

For retrieve elements from HashTable you can use foreach loop, Iterator Interface and Enumeration.

**Note:** HashTable class also contains same methods like HashMap.

Difference between HashMap and HashTable

|  |  |  |
| --- | --- | --- |
|  | HashMap | HashTable |
| 1 | HashMap is a new class in java API. | HashTable is a legacy class in java API. |
| 2 | HashMap is not Synchronized. | HashTable is Synchronized. |
| 3 | HashMap allows maximum one null key and multiple null value. | HashTable does not allows any null key and null values. |

Limitations of HashTable

Hashtable class object is enable to read the data from property file / resource bundle file.

Hashtable class object is unable to develop flexible application.

Example of HashTable

import java.util.\*;

class HashTableDemo

{

public static void main(String args[])

{

HashTable<Integer,String> ht=new HashTable<Integer,String>();

ht.put(1,"Deo");

ht.put(2,"zen");

ht.put(3,"porter");

ht.put(4,"piter");

System.out.println(ht);

}

}

Output

[1=Deo, 2=zen, 3=porter ,4=piter]

LinkedHashMap in Java

LinkedHashMap class are **Implementer** class of Map Interface which contains values based on the key. It implements the Map interface and extends HashMap class.
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Points to Remember

LinkedHashMap contains only unique elements.

LinkedHashMap have one null key or can have multiple null values.

It is same as HashMap instead maintains insertion order.

Example of LinkedHashMap

import java.util.\*;

class LinkedHashMapDemo

{

public static void main(String args[])

{

LinkedHashMap<Integer,String> tm=new LinkedHashMap<Integer,String>();

lhm.put(1,"Deo");

lhm.put(2,"zen");

lhm.put(3,"porter");

lhm.put(4,"piter");

for(Map.Entry m:lhm.entrySet())

{ System.out.println(m.getKey()+" "+m.getValue());

}

}

}

Output

1 Deo

2 zen

3 porter

4 piter
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Difference Between String , StringBuilder and StringBuffer Classes with Example : Java

Today we are going to understand the difference between String , StringBuilder and StringBuffer . As you will find that there are minor differences between the above mentioned classes.  
  
String  
  
String is *immutable*  ( once created can not be changed )object  . The object created as a String is stored in the  Constant String Pool  .   
Every immutable object in Java is thread safe ,that implies String is also thread safe . String can not be used by two threads simultaneously.  
String  once assigned can not be changed.  
  
String  demo = " hello " ;  
// The above object is stored in constant string pool and its value can not be modified.  
  
  
demo="Bye" ;     //new "Bye" string is created in constant pool and referenced by the demo variable              
 // "hello" string still exists in string constant pool and its value is not overrided but we lost reference to the  "hello"string    
  
StringBuffer  
  
StringBuffer is mutable means one can change the value of the object . The object created through StringBuffer is stored in the heap . StringBuffer  has the same methods as the StringBuilder , but each method in StringBuffer is synchronized that is StringBuffer is thread safe .   
  
Due to this it does not allow  two threads to simultaneously access the same method . Each method can be accessed by one thread at a time .  
  
But being thread safe has disadvantages too as the performance of the StringBuffer hits due to thread safe property . Thus  StringBuilder is faster than the StringBuffer when calling the same methods of each class.  
  
StringBuffer value can be changed , it means it can be assigned to the new value . Nowadays its a most common interview question ,the differences between the above classes .  
String Buffer can be converted to the string by using   
toString() method.  
  
StringBuffer demo1 = new StringBuffer("Hello") ;  
// The above object stored in heap and its value can be changed .

demo1=new StringBuffer("Bye");  
// Above statement is right as it modifies the value which is allowed in the StringBuffer  
  
StringBuilder  
  
StringBuilder  is same as the StringBuffer , that is it stores the object in heap and it can also be modified . The main difference between the StringBuffer and StringBuilder is that StringBuilder is also not thread safe.   
StringBuilder is fast as it is not thread safe .    
  
  
StringBuilder demo2= new StringBuilder("Hello");  
// The above object too is stored in the heap and its value can be modified  
demo2=new StringBuilder("Bye");   
// Above statement is right as it modifies the value which is allowed in the StringBuilder  
  
  
----------------------------------------------------------------------------------  
                                  *String*                  *StringBuffer*        *StringBuilder*  
----------------------------------------------------------------------------------                   
Storage Area | Constant String Pool           Heap                       Heap   
Modifiable     |  No (immutable)            Yes( mutable )          Yes( mutable )  
Thread Safe   |           Yes                                  Yes                              No  
 Performance |         Fast                                Very slow                    Fast

Java String Constant Pool: Concept & Mechanism

Java String Constant Pool

When you declare a new string in Java, there are some interesting things that happen behind the scenes. This is a basic string declaration. We create a new string variable called *employee* and give it a value.

|  |
| --- |
| Java basic string declaration |

Not only will Java create the variable *employee*, it will allocate space in the memory for the literal value 'Edgar Allen Poe.' This area in memory is called the string constant pool. It is like a pool of string values that are available to other parts of the program.

Now, if you created another variable, say *employee2*, and ALSO gave it a value of 'Edgar Allen Poe,' Java simply re-uses the value that's already in the pool.

|  |
| --- |
| Java string constant pool literal |

You'll notice the string constant pool sits inside a section of memory is called the heap. This is a part of memory that is used for run-time operations, working with classes and objects. Think of a heap of garden soil you can easily take from as you plant a garden. Java places these new objects there. If you create a hundred more objects, Java will create a hundred more literals atop the heap.

Creating a New Instance of String

If you create a new instance of the String class instead, the constant pool works differently. Let's stay with the employee example and create yet another variable, *employee3*, and also give it the same literal value. This time, however, we will create a new instance of the String class:

|  |
| --- |
| Java create new instance of String |

When this code is processed, Java will act a little differently. Instead of re-using the same literal again, it will create a NEW value in memory. In this case, it does NOT create it in the string constant pool, but in the memory heap.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Java constant string pool objects   | BASIS FOR COMPARISON | CHECKED EXCEPTION | UNCHECKED EXCEPTION | | --- | --- | --- | | Basic | The compiler checks the checked exception. | The compiler does not check the Unchecked exception. | | Class of Exception | Except "RuntimeException" class all the child classes of the class "Exception", and the "Error" class and its child classes are Checked Exception. | "RuntimeException" class and its child classes, are"Unchecked Exceptions". | | Handling | If we do not handle the checked exception, then the compiler objects. | Even if we do not handle the unchecked exception, the compiler doesn't object. | | Compilation | The program doesn't compile if there is an unhandled checked exception in the program code. | The program compiles successfully even if there is an unhandled unchecked exception in the program code. |   Difference between throw and throws in Java  There are many differences between throw and throws keywords. A list of differences between throw and throws are given below:   |  |  |  | | --- | --- | --- | | No. | throw | throws | | 1) | Java throw keyword is used to explicitly throw an exception. | Java throws keyword is used to declare an exception. | | 2) | Checked exception cannot be propagated using throw only. | Checked exception can be propagated with throws. | | 3) | Throw is followed by an instance. | Throws is followed by class. | | 4) | Throw is used within the method. | Throws is used with the method signature. | | 5) | You cannot throw multiple exceptions. | You can declare multiple exceptions e.g. public void method()throws IOException,SQLException. | |
| Question-1: Write code to filter duplicate elements from an array and print as a list?  findDuplicates.java   |  |  | | --- | --- | | 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40 | package simple.test;    import java.util.ArrayList;  import java.util.HashSet;  import java.util.List;  import java.util.Set;    public class findDuplicates {    public static void main(String[] args) {    ArrayList<String> list = new ArrayList<String>();    // Form a list of numbers from 0-9.  for (int i = 0; i < 10; i++) {  list.add(String.valueOf(i));  }    // Insert a new set of numbers from 0-5.  for (int i = 0; i < 5; i++) {  list.add(String.valueOf(i));  }    System.out.println("Input list : " + list);  System.out.println("\nFiltered duplicates : " + processList(list));  }    public static Set<String> processList(List<String> listContainingDuplicates) {    final Set<String> resultSet = new HashSet<String>();  final Set<String> tempSet = new HashSet<String>();    for (String yourInt : listContainingDuplicates) {  if (!tempSet.add(yourInt)) {  resultSet.add(yourInt);  }  }  return resultSet;  }  } |     Question-2: Write code to sort the list of strings using Java collection?  sortStrings.java   |  |  | | --- | --- | | 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38 | package simple.test;    import java.util.Arrays;    public class sortStrings {    public static void main(String[] args) throws Exception {    String[] inputList = { "Jan", "Feb", "Mar", "Apr", "May", "Jun", "Jul",  "aug", "Sep", "Oct", "nov", "Dec" };    // Display input un-sorted list.  System.out.println("-------Input List-------");  showList(inputList);    // Call to sort the input list.  Arrays.sort(inputList);    // Display the sorted list.  System.out.println("\n-------Sorted List-------");  showList(inputList);    // Call to sort the input list in case-sensitive order.  System.out.println("\n-------Sorted list (Case-Sensitive)-------");  Arrays.sort(inputList, String.CASE\_INSENSITIVE\_ORDER);    // Display the sorted list.  showList(inputList);  }    public static void showList(String[] array) {  for (String str : array) {  System.out.print(str + " ");  }  System.out.println();  }    } |     Question-3: Write a function to reverse a number in Java?  invertNumber.java   |  |  | | --- | --- | | 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | package simple.test;    public class invertNumber {    public long doInvert(long number) {    long invert = 0;  while (number != 0) {  invert = (invert \* 10) + (number % 10);  number = number / 10;  }  return invert;  }    public static void main(String args[]) {  long lnum = 654321;  invertNumber input = new invertNumber();    System.out.println("Input value : " + lnum);  System.out.println("Inverted value : " + input.doInvert(lnum));  }  } |   Question-4: Write a method to check prime no. in Java?  findPrime.java   |  |  | | --- | --- | | 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30 | package simple.test;    import java.util.Scanner;    public class findPrime {    public static void main(String[] args) {  Scanner scan = new Scanner(System.in);  System.out.print("Enter an int value : ");  int input = scan.nextInt();  if (checkPrime(input)) {  System.out.println("Input value " + input + " is a prime number.");  } else {  System.out.println("Input value " + input  + " is not a prime number.");  }  }    public static boolean checkPrime(int n) {  if (n <= 1) {  return false;  }  for (int i = 2; i < Math.sqrt(n); i++) {  if (n % i == 0) {  return false;  }  }  return true;  }  } |     Question-5: Write a Java program to find out the first two max values from an array?  **findTwoMaxValue.java**   |  |  | | --- | --- | | 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | package simple.test;    public class findTwoMaxValue {  public void GetTwoMaxValues(int[] nums) {    int maxOne = 0;  int maxTwo = 0;  for (int n : nums) {  if (maxOne < n) {  maxTwo = maxOne;  maxOne = n;  } else if (maxTwo < n) {  maxTwo = n;  }    }    System.out.println("Max1 - " + maxOne);  System.out.println("Max2 - " + maxTwo);  }    public static void main(String[] args) {    int list[] = { 15, 24, 48, 21, 43, 11, 79, 93 };    findTwoMaxValue max = new findTwoMaxValue();  max.GetTwoMaxValues(list);  }  } |     Question-6: Write a Java program to find the longest substring from a given string which doesn’t contain any duplicate characters?  **findSubstr.java**   |  |  | | --- | --- | | 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73 | package simple.test;    import java.util.HashSet;  import java.util.Set;    public class findSubstr {    private Set<String> stringSet = new HashSet<String>();  private int lstringSet = 0;    public Set<String> findStr(String input) {    // Reset instance data.  stringSet.clear();  lstringSet = 0;    // Set a boolean flag on each char's ASCII value.  boolean[] flag = new boolean[256];  int j = 0;  char[] inputCharArr = input.toCharArray();  for (int i = 0; i < inputCharArr.length; i++) {  char c = inputCharArr[i];  if (flag[c]) {  extractSubString(inputCharArr, j, i);  for (int k = j; k < i; k++) {  if (inputCharArr[k] == c) {  j = k + 1;  break;  }  flag[inputCharArr[k]] = false;  }  } else {  flag[c] = true;  }  }  extractSubString(inputCharArr, j, inputCharArr.length);  return stringSet;  }    private String extractSubString(char[] inputArr, int start, int end) {    StringBuilder sb = new StringBuilder();  for (int i = start; i < end; i++) {  sb.append(inputArr[i]);  }  String subStr = sb.toString();  if (subStr.length() > lstringSet) {  lstringSet = subStr.length();  stringSet.clear();  stringSet.add(subStr);  } else if (subStr.length() == lstringSet) {  stringSet.add(subStr);  }    return sb.toString();  }    public static void main(String a[]) {    findSubstr substr = new findSubstr();    System.out  .println("Actual Strings ------------ | ---- Longest Non-Repeated Strings");  System.out.println("Software\_Programmer"  + "         |         " + substr.findStr("Software\_Programmer"));  System.out.println("Software\_Developer\_In\_Test"  +  "  |         " + substr.findStr("Software\_Developer\_In\_Test"));  System.out.println("developers\_write\_unit\_tests"  +  " |         " + substr.findStr("developers\_write\_unit\_tests"));  System.out.println("javajavbasp.net"  +  "             |         " + substr.findStr("javajavbasp.net"));  }  } |     Question-7: Write Java code to get rid of multiple spaces from a string?  **removeExtraSpaces.java**   |  |  | | --- | --- | | 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | package simple.test;    import java.util.StringTokenizer;    public class removeExtraSpaces {      public static void main(String args[]){            String input = "Try    to    remove   extra   spaces.";          StringTokenizer substr = new StringTokenizer(input, " ");          StringBuffer sb = new StringBuffer();            while(substr.hasMoreElements()){              sb.append(substr.nextElement()).append(" ");          }            System.out.println("Actual string: " + input);          System.out.println("Processed string: " + sb.toString().trim());      }  } |     Question-8: Write Java code to identify a number as Palindrome?  **identifyPalindrome.java**   |  |  | | --- | --- | | 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36 | package simple.test;    import java.io.BufferedReader;  import java.io.InputStreamReader;    public class identifyPalindrome {    public static void main(String[] args) {    try {  BufferedReader object = new BufferedReader(new InputStreamReader(  System.in));  System.out.println("Input number");  int inputValue = Integer.parseInt(object.readLine());  int n = inputValue;  int rev = 0;  System.out.println("Input value is : ");  System.out.println(" " + inputValue);  for (int i = 0; i <= inputValue; i++) {  int r = inputValue % 10;  inputValue = inputValue / 10;  rev = rev \* 10 + r;  i = 0;  }  System.out.println("Post reversal : " + " ");  System.out.println(" " + rev);  if (n == rev) {  System.out.print("Input value is a palindrome.");  } else {  System.out.println("Input value is not a palindrome.");  }  } catch (Exception e) {  System.out.println("Out of Range.");  }  }  } |     Question-9: Write Java code to swap two numbers without using a temporary variable?  **smartSwapping.java**   |  |  | | --- | --- | | 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | package simple.test;    public class smartSwapping {    public static void main(String args[]) {  int numX = 10;  int numY = 20;  System.out.println("Pre-swapping state:");  System.out.println("numX value: " + numX);  System.out.println("numY value: " + numY);  System.out.println("");  numX = numX + numY;  numY = numX - numY;  numX = numX - numY;  System.out.println("Post-swapping state:");  System.out.println("numX value: " + numX);  System.out.println("numY value: " + numY);  }  } |     Question-10: Write a Java program to demonstrate string reverse with and without StringBuffer class?  **invertString.java**   |  |  | | --- | --- | | 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35 | package simple.test;    public class invertString {    public String invertWithStringBuffer(String str) {    StringBuffer buffer = new StringBuffer(str);  buffer.reverse();  return buffer.toString();  }    public String invertWithoutStringBuffer(String str) {    int length = str.length();  String original = str;  String invert = "";  for (int i = length - 1; i >= 0; i--) {  invert = invert + original.charAt(i);  }  return invert;  }    public static void main(String[] args) {    invertString invertStr = new invertString();    System.out.println("Inverted String with StringBuffer class: "  + invertStr.invertWithStringBuffer("987654321"));    System.out.println("");    System.out.println("Inverted String without StringBuffer class: "  + invertStr.invertWithoutStringBuffer("kjihgfedcba"));  }  } |   Reverse String  public void f() {  String input = "Gayatri";  char[] revStr = input.toCharArray();  System.*out*.println(revStr.length);  for(int i=revStr.length-1;i>=0;i--)  System.*out*.print(revStr[i]);  System.*out*.println();  }  public void f1() {  String input1 = "My name is Gayatri";  int index1 = input1.indexOf("is");  System.*out*.println("Index of string is ...."+index1);      }  Remove duplicates from array  public static void main(String args[]){    int array[] = { 10, 20, 30, 20, 40, 40, 50, 60, 70, 80 };// array of ten  // elements  int size = array.length;  System.*out*.println("Size before deletion: " + size);  for (int i = 0; i < size; i++)  {  for (int j = i + 1; j < size; j++)  {  if (array[i] == array[j]) // checking one element with all the  //element  {  while (j < (size) - 1)  {  array[j] = array[j + 1];// shifting the values  j++;  }  size--;  }  }  }  System.*out*.println("Size After deletion: " + size);  for (int k = 0; k < size; k++)  {  System.*out*.println(array[k]); // printing the values  }  }  }  How to find no.of duplicates in array  public static void main(String[] args){  String[] s = {"IBM","Google","Amazon","Google","HP","IBM","Oracle","IBM","HP"};  int duplicate = 0;  String[] sc = s.clone();  for(int i=0; i<s.length;i++)  for (int j=i+1;j<sc.length;j++)  if ((s[i]==sc[j])&&(s[i]!="NULL")){  duplicate++;  sc[j]="NULL";  }  System.*out*.println("Total duplicates - "+duplicate);  }  } |

import java.util.Scanner;

public class MainClass

{

public static void main(String[] args)

{

Scanner sc = new Scanner(System.in);

//Taking rows value from the user

System.out.println(&quot;How many rows you want in this pattern?&quot;);

int rows = sc.nextInt();

System.out.println(&quot;Here is your pattern....!!!&quot;);

for (int i = 1; i <= rows; i++)

{

for (int j = 1; j <= i; j++)

{

System.out.print(j+&quot; &quot;);

}

System.out.println();

}

//Close the resources

sc.close();

}

}

Pattern 1 :

1  
1 2  
1 2 3  
1 2 3 4  
1 2 3 4 5  
1 2 3 4 5 6  
1 2 3 4 5 6 7

public class Pattern {

public static void main(String[] args) {

int rows = 5;

for(int i = 1; i <= rows; ++i) {

for(int j = 1; j <= i; ++j) {

System.out.print("\* ");

}

System.out.println();

}

}

}

\*

\* \*

\* \* \*

\* \* \* \*

\* \* \* \* \*

1) Mention what is Jenkins? Jenkins is an open source tool with plugin built for continuous integration purpose. The principle functionality of Jenkins is to keep a track of version control system and to initiate and monitor a build system if changes occur. It monitors the whole process and provides reports and notifications to alert.

2) Explain what is continuous integration? In software development, when multiple developers or teams are working on different segments of same web application, we need to perform integration test by integrating all modules. In order to do that an automated process for each piece of code is performed on daily bases so that all your code get tested.

3) What is the requirement for using Jenkins? To use Jenkins you require A source code repository which is accessible, for instance, a Git repository A working build script, e.g., a Maven script, checked into the repository

4) Mention what are the advantages of Jenkins? Advantage of Jenkins include At integration stage, build failures are cached For each code commit changes an automatic build report notification generates To notify developers about build report success or failure, it is integrated with LDAP mail server Achieves continuous integration agile development and test driven development With simple steps, maven release project is automated Easy tracking of bugs at early stage in development environment than production

5) Explain how you can move or copy Jenkins from one server to another? Slide a job from one installation of Jenkins to another by copying the related job directory Make a copy of an already existing job by making clone of a job directory by a different name Renaming an existing job by renaming a directory.

6) Mention what are the commands you can use to start Jenkins manually? To start Jenkins manually, you can use either of the following (Jenkins\_url)/restart: Forces a restart without waiting for builds to complete (Jenkin\_url)/safeRestart: Allows all running builds to complete

7) Mention some of the useful plugins in Jenkin? Some of the important plugins in Jenkin includes Maven 2 project Amazon EC2 HTML publisher Copy artifact Join Green Balls

8) Explain how you can deploy a custom build of a core plugin? To deploy a custom field of a core plugin, you have to do following things Stop Jenkins Copy the custom HPI to $Jenkins\_Home/plugins Delete the previously expanded plugin directory Make an empty file called .hpi.pinned Start Jenkins

9) Explain how can create a backup and copy files in Jenkins? Jenkins saves all the setting, build artifacts and logs in its home directory, to create a back-up of your Jenkins setup, just copy this directory. You can also copy a job directory to clone or replicate a job or rename the directory.

10) Explain how you can clone a Git repository via Jenkins? To clone a Git repository via Jenkins, you have to enter the e-mail and user name for your Jenkins system. For that, you have to switch into your job directory and execute the “git config” command.

11) Explain how you can set up Jenkins job? To create a project that is handled via jobs in Jenkins. Select New item from the menu, once this done enter a name for the job and select free-style job. Then click OK to create new job in Jenkins. The next page enables you to configure your job.

12) Mention what are the two components Jenkins is mainly integrated with? Jenkin is mainly integrated with two components Version Control system like GIT, SVN And build tools like Apache Maven.

Maven

### What is Maven?

Maven is a project management tool. It is based on POM (Project Object Model).

### What aspects are managed by Maven?

* Builds
* Documentation
* Reporting
* SCMs
* Releases
* Distribution

**Q: Why should one use Maven?**  
>> It helps to setup project very quickly and it avoids complicated build files like build.xml. Maven required files like POM.xml; it serves the purpose for Maven only. POM.xml is a collection of dependencies of your Java Project which one can specify to Maven and then Maven will download all of them from the internet and then store it to some repository i.e. local repository, central repository, and remote repository.

>> It helps to not bundle all the jars in your package i.e. in your War file or Ear file because all of them are going store in the repository and wherever you install this application that repository will be used for any dependencies look up. So, your Jar file, War file or Ear file or your bundle deployment will be very light.

**Q: What Maven creates for you?**  
1. Directory Name  
2. Purpose  
3. Project home  
4. Contains the POM.xml and all subdirectories.  
5. Src/main/Java  
6. Contains the deliverable Java source code for the project.  
7. Src/main/resources  
8. Contain the deliverable resources for the project.  
9. Src/test/Java  
10. Contains the testing Java source code.  
11. Src/test/resources  
12. Contains resources necessary for testing.

**Q: What are POM Files in Maven?**  
All your code and resources are placed in the src directory.  
>> The main/Java directory holds your project code.  
>> Compiled code is placed in the largest directory.  
>> The test/Java directory holds your JUnit test code.

**Q: What are Maven’s main objectives?**  
\*\* It helps to make project build easy to work for the users.  
\*\* It easily helps in to migrate from one feature to another or one folder to another.  
\*\* It helps in the new development with proper series of guidelines.  
\*\* It creates a flexible working system for the users. So that you can work uniformly and orderly.

**Q: What is Maven Repository?**  
In Maven a repository is used as a storage folder or a directory to store your projects, your files such as Jar, War or Ear files that can be later used by the Maven application or tool. It works as a whole library of the files that is easily accessible and can be easily located in your system without any trouble and then can be used by Maven.

**Q: How many repositories are there in Maven?**  
There are three types of repository present in Maven. This includes Local Repository, Central Repository, and Remote Repository.  
**Local Repository-** This local repository is located on your local system and it works when you run a maven command. Maven local repository command is %USER\_HOME%/.m2 directory.  
**Central Repository-** Installation from the repository is performed on creating a project from archetype or resolving the dependency.  
**Remote Repository-**This repository is located on the web. It is just a network accessible location that Maven downloads dependencies from. All the artifacts that remote repository contains are open source.

**Q: How to install Maven?**  
Make sure JDK is installed, and ‘JAVA\_HOME’ variable is added as Windows environment variable.  
Add both M2\_HOME and MAVEN\_HOME variable in the Windows environment, and point it to your Maven folder.

**Q: What is the Maven Lifecycle?**  
Lifestyle executed in term of phases:  
1. Maven Steps through phases.  
2. Execution defined in terms of plugin goals.  
3. Execution associated with phases.  
4. Lifecycle completes when all phase executes successfully.

**Q: What is the system requirement for Maven?**  
Maven does not require any high configuration to use. It requires only very minimal and simple system requirements for the users:  
1. Java Deployment Kit  
2. Installed  
3. Configured (JAVA\_HOME)  
4. Internet Connection  
5. For interacting with the repository.  
6. Downloading dependencies.

# **Page Object Model**

### What is the command to check the maven version?

Type the following command on console to know the maven version.

1. mvn -version

### What does the build tool?

* Generates source code (if the auto-generated code is used)
* Generates documentation from source code
* Compiles source code
* Packages compiled code into a JAR or ZIP file
* Installs the packaged code in the local repository, server repository, or central repository

Selenium acts on webelements with the help of their properties such ID, name, XPath, etc. Unlike QTP which has an inbuilt object repository(OR), Selenium has no inbuilt ORs.

Hence we need to build an OR which should also be maintainable and accessible on demand. Page Object Model (POM) is a popular design pattern to create an Object Repository in which each one of those webelements properties are created using a class file.

## Advantages

* POM is an implementation where test objects and functions are separated from each other, thereby keeping the code clean.
* The objects are kept independent of test scripts. An object can be accessed by one or more test scripts, hence POM helps us to create objects once and use them multiple times.
* Since objects are created once, it is easy to access as well as update a particular property of an object.

# **Log4j Logging**

Log4j is an audit logging framework that gives information about what has happened during execution. It offers the following advantages −

* Enables us to understand the application run.
* Log output can be saved that can be analyzed later.
* Helps in debugging, in case of test automation failures.
* Can also be used for auditing purposes to look at the application's health.

## Components

1. Instance of Logger class.

2. Log level methods used for logging the messages as one of the following −

* error
* warn
* info
* debug
* log

# **Java finally block**

**Java finally block** is a block that is used to execute important code such as closing connection, stream etc.

Java finally block is always executed whether exception is handled or not.

Java finally block follows try or catch block.

[next →](https://www.javatpoint.com/throw-keyword)[← prev](https://www.javatpoint.com/nested-try-block)

# **Java finally block**

**Java finally block** is a block that is used to execute important code such as closing connection, stream etc.

Java finally block is always executed whether exception is handled or not.

Java finally block follows try or catch block.

## Why use java finally

* Finally block in java can be used to put "cleanup" code such as closing a file, closing connection etc.

#### Rule: For each try block there can be zero or more catch blocks, but only one finally block.

#### Note: The finally block will not be executed if program exits(either by calling System.exit() or by causing a fatal error that causes the process to abort).

## Java try block

Java try block is used to enclose the code that might throw an exception. It must be used within the method.

Java try block must be followed by either catch or finally block.

## Java Multi catch block

If you have to perform different tasks at the occurrence of different Exceptions, use java multi catch block.

Let's see a simple example of java multi-catch block.

1. **public** **class** TestMultipleCatchBlock{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. **int** a[]=**new** **int**[5];
5. a[5]=30/0;
6. }
7. **catch**(ArithmeticException e){System.out.println("task1 is completed");}
8. **catch**(ArrayIndexOutOfBoundsException e){System.out.println("task 2 completed");}
9. **catch**(Exception e){System.out.println("common task completed");}
11. System.out.println("rest of the code...");
12. }
13. }

#### Rule: At a time only one Exception is occured and at a time only one catch block is executed.

#### Rule: All catch blocks must be ordered from most specific to most general i.e. catch for ArithmeticException must come before catch for Exception .

# **Multi Browser Testing**

Users can execute scripts in multiple browsers simultaneously. For demonstration, we will use the same scenario that we had taken for Selenium Grid. In the Selenium Grid example, we had executed the scripts remotely; here we will execute the scripts locally.

First of all, ensure that you have appropriate drivers downloaded. Please refer the chapter "Selenium Grid" for downloading IE and Chrome drivers.

## Example

For demonstration, we will perform percent calculator in all the browsers simultaneously.

package TestNG;

import org.openqa.selenium.chrome.ChromeDriver;

import org.openqa.selenium.firefox.FirefoxDriver;

import org.openqa.selenium.ie.InternetExplorerDriver;

import java.util.concurrent.TimeUnit;

import org.openqa.selenium.\*;

import org.testng.annotations.\*;

public class TestNGClass {

private WebDriver driver;

private String URL = "http://www.calculator.net";

@Parameters("browser")

@BeforeTest

public void launchapp(String browser) {

if (browser.equalsIgnoreCase("firefox")) {

System.out.println(" Executing on FireFox");

driver = new FirefoxDriver();

driver.get(URL);

driver.manage().timeouts().implicitlyWait(10, TimeUnit.SECONDS);

driver.manage().window().maximize();

} else if (browser.equalsIgnoreCase("chrome")) {

System.out.println(" Executing on CHROME");

System.out.println("Executing on IE");

System.setProperty("webdriver.chrome.driver", "D:\\chromedriver.exe");

driver = new ChromeDriver();

driver.get(URL);

driver.manage().timeouts().implicitlyWait(10, TimeUnit.SECONDS);

driver.manage().window().maximize();

} else if (browser.equalsIgnoreCase("ie")) {

System.out.println("Executing on IE");

System.setProperty("webdriver.ie.driver", "D:\\IEDriverServer.exe");

driver = new InternetExplorerDriver();

driver.get(URL);

driver.manage().timeouts().implicitlyWait(10, TimeUnit.SECONDS);

driver.manage().window().maximize();

} else {

throw new IllegalArgumentException("The Browser Type is Undefined");

}

}

@Test

public void calculatepercent() {

// Click on Math Calculators

driver.findElement(By.xpath(".//\*[@id = 'menu']/div[3]/a")).click();

// Click on Percent Calculators

driver.findElement(By.xpath(".//\*[@id = 'menu']/div[4]/div[3]/a")).click();

// Enter value 10 in the first number of the percent Calculator

driver.findElement(By.id("cpar1")).sendKeys("10");

// Enter value 50 in the second number of the percent Calculator

driver.findElement(By.id("cpar2")).sendKeys("50");

// Click Calculate Button

driver.findElement(By.xpath(".//\*[@id = 'content']/table/tbody/tr/td[2]/input")).click();

// Get the Result Text based on its xpath

String result =

driver.findElement(By.xpath(".//\*[@id = 'content']/p[2]/span/font/b")).getText();

// Print a Log In message to the screen

System.out.println(" The Result is " + result);

if(result.equals("5")) {

System.out.println(" The Result is Pass");

} else {

System.out.println(" The Result is Fail");

}

}

@AfterTest

public void closeBrowser() {

driver.close();

}

}

Create an XML which will help us in parameterizing the browser name and don't forget to mention parallel="tests" in order to execute in all the browsers simultaneously.